# Introduction to Programming

## Lab Worksheet

### Week 6

Prior to attempting this lab tutorial ensure you have read the related lecture notes and/or viewed the lecture videos on MyBeckett. Once you have completed this lab you can attempt the associated exercises.

You can download this file in Word format if you want to make notes in it.

You can complete this work using the Python interpreter in interactive mode. This could be inside an IDE, or just a command prompt.

**Topics covered:**

* Using List methods
* List Comprehensions
* Introduction to Tuples
* Packing and Unpacking

For more information about the module delivery, assessment and feedback please refer to the module within the MyBeckett portal.
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## **Using List Methods**

The List data-type provides a lot of very powerful functionality. A previous lesson introduced the basic ideas and syntax behind the List compound type. As a quick reminder:

* A list is a *sequence* type that supports *indexing*, *slicing* and *concatenation.*
* A list is *iterable* and can be used in for…in type control statements.
* A list is *mutable*, so once created its contents can be changed.

The List type is built directly into the Python language hence there is a specific syntax associated with the creation and manipulation of lists. e.g. to create a list, square brackets can be used:

squares = [4, 9, 16, 25]

**TASK**: Write a for..in loop that iterates over all the elements of the squares list and prints the square root of each to the screen. *Hint*: you may want to import a function from the math module to help achieve this.

from math import sqrt

squares = [4, 9, 16, 25]

for num in squares:

    print(sqrt(num))

**Introducing Methods**

The term *method* has been occasionally mentioned during these lessons. A *method* can be thought of as being very similar to a *function* i.e. it is some predefined code that can be called while passing zero or more argument values. A method however is always associated with a specific data-type, and when called is prefixed with a value (often a variable) that gives the method *context*. What this means is that when the method executes it performs its operation using information associated with the value used during the call.

Since a method is associated with a data-type, different data-types provide different methods, which implies that methods available on one data-type are not necessarily available on other data-types.

The List data-type has a number of methods that allow access and manipulation of the list. One example is the append() method we have previously seen, e.g.

squares.append(36)

Notice how the method call is prefixed with the variable name, followed by a period (.).

The fact that the variable squares data-type is a *List* makes this method call valid, since the method append() is defined for any value based on the *List* data-type.

**TASK**: Write some code that uses the append() method to add the next three square values (49, 64, 81) to the end of the squares list.

squares = [4, 9, 16, 25, 36]

squares.append(49)

squares.append(64)

squares.append(81)

There are many other methods defined for the List type. Some of these methods *mutate* (change) the list contents, others just *access* the contents. Many of these methods provide operations that can also be achieved using *slicing*.

The methods that ***mutate*** a list are -

extend() - appends multiple values, by providing an *iterable* argument value

insert() - inserts a single value at a specific index position

remove() - removes the first occurance of a specific element

pop() - removes and returns the last element added to the list

clear() - removes all elements from the list

sort() - sorts the contents of the list

reverse() - reverses the position of all elements in the list

The methods that only ***access*** the list are -

index() - returns the index of a specific element

count() - returns the count of how many times a specific element appears

copy() - returns a shallow copy of the list

The built-in help system can provide information about methods which are available on a specific data-type. For example, a list of the methods available on the List type can be viewed by inputting the following command. You can ignore the methods that start with an underscore for now.

help(list)

**The extend() method**

The extend() method mutates (changes) a list by adding multiple values at once. It is similar to the append() method, but takes a sequence as a parameter, like so:

squares.extend([49, 64, 100])

If the same parameter had been passed to the append() methods, then the list itself would have been appended as a value, instead of each individual value being extracted and appended individually.

Note: the above command could also be achieved by assigning to a slice as follows (but the code is probably a little more cumbersome and opaque).

squares[len(squares):] = [49, 64, 100]

**TASK**: Write some code that uses the extend() method to add the next three square values, starting at 121 (11 x 11), to the end of the squares list.

squares = [4, 9, 16, 25, 36, 49, 64, 81, 100]

squares.extend([11\*11, 12\*12, 13\*13])

The built-in help system can also provide information about methods, simply by prefixing the method name with the type name. So to get help about the extend method you can type -

help(list.extend)

If you are ever unsure of what parameters need to be passed to a method, just use the help() command to find out.

**The insert() method**

The insert() method mutates a list by inserting a value at a specific position within the list. The position is specified as a zero-based *index* value. As with other indexing, it is possible to use a negative index value to identify an insertion position relative to the end of the list.

The insert() method takes two arguments, the first is the index position, the second is the value to be inserted.

**TASK**: Write some code that uses the insert() method to insert the value 2, to the very beginning of the squares list.

squares = [4, 9, 16, 25, 36, 49, 64, 81, 100, 121, 144, 169]

squares.insert(0, 2)

Note: As with many of these methods slicing could have been used as an alternative. So to insert a single value the equivalent would be as below. As before, the code using the method is probably a little clearer.

squares[index:index] = [value]

**The remove() method**

The remove() method mutates a list by removing a specified value from the list. The value to be removed is provided as the single parameter, if the value is not present within the list then an error is reported. If the same value appears more than once within the list, then only the first occurence found is removed.

**TASK**: Write some code that uses the remove() method to remove the value 49 from the squares list. Print the list afterwards to ensure the value has indeed been removed.

squares = [4, 9, 16, 25, 36, 49, 64, 81, 100, 121, 144, 169]

squares.remove(49)

**TASK**: Write some code that uses the remove() method to remove the value 3 from the squares list. Notice how an error is generated since the given value was not present.

**![](data:image/png;base64,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)**

**TASK**: Create a simple list that contains the values [1, 2, 3, 1, 2] and then use the remove () method to remove the value 2. Which value is removed?
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**The 2 which occurs 1st is removed.**

**The pop() method**

The pop() method mutates a list by removing and returning the last (right-most) value from the list. The term pop is well known in computer science and it refers to removing the last element that has been added to a *stack* type structure.

**TASK**: Write some code that uses the pop() method to remove and display the last value of the squares list. Print the list afterwards to ensure the value displayed has been removed.
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The pop() method can optionally be provided with an *index* parameter. If this is present then the value is removed from the specified position within the list, rather than the end. Typing the following command will describe how this parameter is optional.

help(list.pop)

As with most index values, a negative value can be used to make the position relative to the end of the list. Also if the index is out of range (so larger than the length of the list), an error is reported.

**TASK**: Write some code that uses the pop() method to remove and display the first value of the squares list. Print the list afterwards to ensure the value has been removed.
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Note: It might seem as if remove and pop are doing the same thing (especially when pop is used with an index value), but there is a difference. Review the descriptions above if you cannot see what that is!

**The clear() method**

The clear() method mutates a list by removing all elements. After the method call the list still exists, but it is empty.

>>> some\_list = [1,2,3,4]

>>> some\_list.clear()

>>> print(some\_list)

[]

clear() is a very simple method and equivalent to the following *slicing* assignment -

some\_list[:] = []

Again, using the method is probably better practice as the resulting code is easier to understand.

**The sort() method**

The sort() method mutates a list by changing the order of the elements. This is probably the most complex of all the List type methods to use (in some cases). It is also probably the most powerful.

If called with no parameters this sorts the list into ascending order by comparing the value of each element.

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort()

>>> print(some\_list)

[1, 2, 4, 8, 99]

This list was sorted numerically, since it contained integer type values. If it had contained string type values then it would have been sorted alphabetically.

The sort method can become more complex to use because it can optionally take *keyword-arguments*. One of these is a reverse boolean value indicating whether the sort should be done in reverse:

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort(reverse=True)

>>> print(some\_list)

[99, 8, 4, 2, 1]

The other keyword-argument is a key which specifies a function that can be used to customize the applied sort order. This argument is typically provided as a *lambda expression*, which was discussed in a previous lesson.

The provided function can return an alternative value that is to be used within the sort algorithm. This sounds rather complex, but looking at an example should help simplify things a little.

Imagine you had a list of people’s names that needed sorting. This could be achieved very easily using the following code -

>>> names = [ "Mark", "Alicia", "Ben" ]

>>> names.sort()

>>> print(names)

['Alicia', 'Ben', 'Mark']

In this case the names have been sorted alphabetically. However, what if you wanted to sort the list based on the length of each name? This sounds difficult, but it can be done fairly easily by providing a l*ambda expression* as the key argument and using the len function to return the lengths of strings.

>>> names.sort(key=lambda n : len(n))

>>> print(names)

['Ben', 'Mark', 'Alicia']

This works since the *lambda expression* returns the length of each name, using a call to the len(n) built-in function. The sort() method calls the given function for each name in the list, then uses the returned value as the sorting criteria rather than the name itself.

**TASK**: Write some code that uses the sort() method with no arguments, to alphabetically sort the exact list of names shown below. Display the list after the sort has been called.

names = [ "Eric", "anna", "Sophie", "sam" ]

names = [ "Eric", "anna", "Sophie", "sam" ]

names.sort()

print(names)

Once you have completed the previous task you should have noticed that the order is not what you may have expected. The result probably looked like this -

['Eric', 'Sophie', 'anna', 'sam']

This is because lower-case letters appear later than all upper-case letters when a default sort is applied.

**TASK**: Improve your previous solution so that the list is sorted correctly, ignoring the case used to write the names. To achieve this you will have to include a key argument in the form of a *lambda expression* that returns each string as uppercase letters only. Hint: you can use the str.upper() method to convert a name to uppercase letters.

names = [ "Eric", "anna", "Sophie", "sam" ]

names.sort(key=lambda name : str.upper(name))

print(names)

There is also a built-in *function* called sorted() that can also be used to sort lists. Unlike the sort() *method* however this produces a new List in memory, rather than sorting the current list *in-place*. Therefore the sorted() function does not mutate the list itself, but produces a new one altogether. This is useful if the original list order is NOT to be changed, but a sorted copy is needed.

>>> some\_list = [8, 2, 4, 99, 1]

>>> sorted\_list = sorted(some\_list)

>>> print(some\_list)

[8, 2, 4, 99, 1] # order of original list is unchanged

However, in the case where the original list can be changed it is much more efficient to sort a list using the sort() method rather than the sorted() function. e.g. the following lines of code both do exactly the same thing, but the first version is more efficient since it is sorting the original list *in-place*, rather than creating a brand new list.

some\_list.sort() # sort in-place

some\_list = sorted(some\_list) # sort using function, then assign

The sorted() function can take the same *keyword arguments* as the sort() method, so is just as powerful. It can also be applied to any *iterable* type. which means it can sort more than just lists.

**The reverse() method**

The reverse() method mutates a list by reversing the position of each element.This is done *in-place* so it is fairly efficient, i.e. it does not need to create a new temporary variable or list.

**TASK**: Write some code that uses the reverse() method to reverse the values of the squares list. Print the list afterwards to ensure the values have been reversed.
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Note: A reverse operation could be done using *slicing* as shown below. However, once again it is probably more intuitive to call the reverse() method instead.

squares[:] = squares[::-1]

**The index(), count(), and copy(), methods**

The index(), count(), and copy() methods are *accessors* rather than *mutators*, hence they do not change the list but always return a value.

The index() method returns the index of a specific element. If the element is not present then an error is reported.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("yellow"))

2

An optional *start* and *end* parameter can be specified to limit the range of the list to be searched. These act as index values between which the search is to be performed (from *start* to *end*-1), e.g.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("red",3))

4

This example finds the second occurrence of "red" (at index 4) since it starts searching from position 3 rather than the beginning of the list.

**TASK**: Write some code that finds the index of the colour blue.
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The count() method returns the count of how many times a specific element appears in the list:

>>> print(colours.count("red"))

2

>>> print(colours.count("black"))

0

Finally, the copy() method returns a *shallow* copy of the list, e.g.

>>> new\_colours = colours.copy()

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

People new to programming often make the mistake of trying to take a copy of a list by using an assignment, like this:

>>> new\_colours = colours

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

Although this looks to have worked, it has not actually created a copy of the list; it has merely created a second variable that refers to the *same* list. Hence, if the original list is changed then the new\_colours list will also be changed, since there is only really one underlying list. This is shown here:

>>> new\_colours = colours

>>> colours.append("black")

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red', 'black']

**TASK**: Write some code that makes a copy of the colours using the copy() method. Then make some changes to the original list. Print the contents of the copied list to ensure these changes have not affected the copy.
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**The del Statement**

The del statement is not specific to lists, but a general statement available within the Python language. It can be used to delete values from lists using both *indexing* and *slicing*. It can also be used to delete entire variables. Examples of its use are:

>>> del colours[0] # remove first colour

>>> del colours[-1:] # remove last colour

>>> del colours # remove the colour variable

The del statement is much more destructive than the mutator methods. Once a variable is deleted it cannot be accessed (unless recreated).

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **List Comprehensions**

Lists can be created in multiple ways. Up until now most lists have been created by explicitly providing values within the code. In many cases however lists are constructed programmatically. They are generated by the program itself.

For example, it would be very easy to generate a squares list using a for...in loop along with the append() method. The code might be:

squares = []

for x in range(10):

squares.append(x\*x)

An alternative to writing such explicit code to populate a list also exists, this is known as a *list comprehension*. They achieve the same outcome but in a more concise manner. Using them is very *Pythonic*.

*List comprehensions* are *expressions* that appear instead of the values within a list initialisation statement. The above example could be rewritten using a list comprehension as follows:

squares = [x \* x for x in range(10)]

The expression (x \* x) is evaluated for each iteration of the subsequent for...in loop, then the result is placed within the list. The result is neater and probably easier to understand.

**TASK**: Write some code that uses a list *comprehension* to create a list called cubes that contains the cubed values (x \* x \* x) of the numbers from 2 to 20 inclusive.

cubes = [x \* x \* x for x in range(2, 21)]

It is also possible to further restrict inclusion of values by using an additional if statement to the end of the for...in loop. Only when the if statement returns True does the value get evaluated and added to the list. So to generate a list containing all the even numbers between 100 and 200 the following list comprehension could be used:

even\_nums = [num for num in range(100,201) if num % 2 == 0]

The if statement is particularly useful when creating lists which are subsets of other lists. For example, if a list existed called all\_users then the following code could be used to create a subset of that list.

some\_users = [u for u in all\_users if len(u) < 8]

**TASK**: Examine the above code and work out which user names will be placed in the some\_users list. What is the condition that has to be met for inclusion?

**The user names should have less than 8 letters for inclusion.**

It is even possible to have multiple for...in loops and multiple if conditions within the same list comprehension, although this can get complicated to understand. If more than one for...in loop exists then this acts like a *nested loop* where the inner loop is executed for every iteration of the outer loop.

>>> triples = [n for n in range(1,6) for count in range(3)]

>>> print(triples)

[1, 1, 1, 2, 2, 2, 3, 3, 3, 4, 4, 4, 5, 5, 5]

The above example adds the numbers 1,2,3,4 and 5 to the list three times each.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## **Introduction to Tuples**

A *Tuple* is the name given to a built-in data-type that is similar to a List. It is a compound type that contains a *sequence* of ordered values.

However, Tuples are often used in different situations to lists, and are *immutable*. They also typically contain different types of values, in contrast to a list that typically contains the same type of values. Since a Tuple is a sequence, like a *List* and a *String*, it supports *indexing*, *slicing*, *concatenation* and is *iterable* (it can be used within for...in loops).

Tuples are initialised using a slightly different syntax to lists, with the initial values being contained within parentheses (round brackets):

student = ("Griffin, P.", 2, 38.2)

Creating tuples in this way is often known as *Tuple packing*.

Tuples are often used to represent information or “*records*”. What the values in a tuple actually represent is upto the programmer and depends on their use within the program. In the above example, the values may well represent “name”, “year of study”, and “average grade”.

Tuples can actually be created without the use of parentheses, as below, but it is more usual to include the brackets.

student = "Griffin, P.", 2, 38.2

**TASK:** Create a tuple called address that includes your own “house number”, “street” and, “postcode” as three different values.

address = ("21", "Mulberry Street", "9412")

**Empty and Single element Tuples**

An empty tuple can be created just using parentheses -

empty = ()

To create a tuple with only one element, a trailing comma must be used, e.g.

the\_one = "Neo",

This is a slightly odd syntax, but a common error is to try to create a one element tuple as follows:

the\_one = ("Neo")

This actually just creates a *string* type variable, not a tuple.

**TASK:** Try entering the above examples to create single element tuples. Then use the type() function to examine the data-type of the created variables.
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Hint: For this reason it is common to include a trailing comma even when one is not needed. For example:

student = ("Griffin, P.", 2, 38.2,)

**Sequence Unpacking**

As already stated the elements within a tuple can be accessed in the same way as a list, by using *indexing*, *slicing*, or *iteration*. For example:

>>> print(student[0])

'Griffin, P.'

However, it is also common to access the elements using a technique called *sequence unpacking*. This works like this:

name, year, average\_grade = student

The values within the tuple on the right-hand side are assigned (in order) to the variables present on the left-hand side. Hence the number of values on the left-hand side MUST match the number of values within the given tuple.

**TASK:** Use *sequence unpacking* to extract the values you stored within the address tuple earlier. Unpack the tuple into variables named house\_num, street and postcode.

address = ("21", "Mulberry Street", "9412")

house\_num, street, postcode = address

*Sequence unpacking* is also sometimes called *multiple assignment* and is commonly used to quickly assign multiple values to multiple variables using a single statement:

x, y, z = 10, 20, 30

Notice how the number of values on the right-side matches the number of variables on the left-side.

This is actually just using *tuple packing*, followed by *sequence unpacking*. As the name suggests *sequence unpacking* can be applied to any type of *sequence*. Hence the right-hand side can also be either a *list* or a *string*, although this is less commonly seen.

Using *tuple packing* and *unpacking* is also a convenient way of returning more than one value from a function. When used well this is an especially useful feature of Python, and is not something that is available in many programming languages.

def calc\_squares(x, y):

return ( x \* x, y \* y )

a,b = calc\_squares(42, 92)

A tuple can also be unpacked when calling a function or method that takes a variable number of arguments. A ‘\*’ prefix causes a tuple to be unpacked prior to the function call:

my\_range = (10, 30)

for i in range(\*my\_range):

print(i)

This unpacks the my\_range tuple during the call, resulting in the equivalent to range(10, 30), since the ‘\*’ causes each tuple element to be passed as a separate argument.

**TASK:** Write some code that calls the print() function to output the contents of the address tuple you created earlier. Ensure you use the ‘\*’ prefix so that the elements are extracted before being passed to the function. Compare this with a version of the same code that calls the print() function without using the ‘\*’ prefix,
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**Tuple Methods**

Since tuples are *immutable* they have fewer *methods* than the List type. The reason is simply that methods that change the content are not applicable, so methods such as append(), extend() and insert() do not exist since the tuple content cannot be changed after creation.

In fact the only methods that are available are count() and index(), which are accessors. These work in exactly the same way as they do with the list type.

Also, since tuples are *immutable* it is not possible to assign to *indexes* or *slices*. e.g. the following code is not possible on tuples -

student[0] = "Griffin, Brian"

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## 

## **Key Terminology**

Understanding key terminology is important not only when programming but for understanding computer science in general. Certain terms, technologies and phrases will often re-occur when reading or learning about many computer science topics. Having an awareness of these is important, as it makes learning about the various subjects and communication with others in the field easier.

**TASK**: Look at each of the phrases below and ensure you understand what each of these means. For any that you do not understand, do a little research to find a definition of each term. This research may involve looking back over these notes, or the associated lecture notes. It may also involve searching for these terms on the Internet.

* Method
* List comprehension
* Tuple
* Tuple Packing
* Sequence Unpacking

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **Practical Exercises**

You have now completed this tutorial. Now attempt to complete the associated exercises.